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Chapter 1.
Overview

THE LDAP CONNECTOR

The LDAP Connector

The Lightweight Directory Access Protocol, or LDAP, is a network protocol for accessing directory
services ovet TCP/IP. The MetaMatrix LDAP Connector provides access to LDAP. This document
shows how to integrate the LDAP connector into your MetaMatrix System using the MetaMatrix Tools.

THE CONNECTOR INTEGRATION GUIDE

Purpose of this Guide

This document shows how to integrate the LDAP Connector into MetaMatrix System using the
MetaMatrix Designer and MetaMatrix Console tools.

This document contains an overview of using the MetaMatrix Designer to create a metadata model for the
information you want to access in the LDAP instance. Information is also provided showing how to create
an LDAP connector in Designer and test it. For more information, see “Design-Time Modeling and

Depolyment.”

For further information about the MetaMatrix tools discussed, see the appropriate MetaMatrix uset’s guide.

Prerequisites

This guide assumes that you have a basic knowledge of the MetaMatrix System and its component tools.
This does not introduce core concepts. Rather, it provides specific information about the MetaMatrix
System as it relates to the LDAP Connector. The following table lists some key concepts with which you
should be familiar and where you can look to find out more information:

Concept Guide

Metadata models MetaMatrix Designer’s Guide
Source models MetaMatrix Designer's Guide
View models MetaMatrix Designer’s Guide
Metamodels MetaMatrix Designer’s Guide
Packages MetaMatrix Designer's Guide
Classes MetaMatrix Designer’s Guide
Attributes MetaMatrix Designer's Guide
Connector configuration files MetaMatrix Connector Developer's Guide
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Overview
The Connector Integration Guide

Concept Guide

Connector properties MetaMatrix Connector Developer's Guide
Connector bindings MetaMatrix Console User's Guide
Virtual databases MetaMatrix Console User's Guide
Product Service Configurations | MetaMatrix Console User's Guide
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Chapter 2:
LDAP Connector Overview

ARCHITECTURE

The diagram below demonstrates how the LDAP Connector fits into the MetaMatrix solution architecture.
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Applications submit SQL queries against a virtual database in Ell via JDBC, ODBC, or SOAP. These
queries are broken up into sub-queries, and sent to the corresponding data source connectors. In cases
where queries are run against LDAP-based data sources, the LDAP connector receives the SQL query, and
translates it into the equivalent LDAP search. The LDAP connector retrieves the data, packages it into
result set batches, and returns it to MetaMatrix. MetaMatrix combines the result with any other dependent
query results, performs any additional formatting or translation that was not supported by the connector,
and returns results to the client application.

LDAP AND LDAP SEARCH PRIMER

The Lightweight Directory Access Protocol, or LDAP, is a network protocol for accessing directory
setvices ovet TCP/IP. A ditectory contains a collection of related data, organized hierarchically in a tree
format. Each node in the tree is a directory entry, and each entry consists of a set of attribute-value pairs.
Each directory entry has a unique identifier, known as its Distinguished Name (DN). The DN consists of a
Relative Distinguished Name (RDN), constructed from an attribute from the entry itself, followed by the
parent entry’s DN.

In the diagram below, the LDAP directory tree maintains information about people at “company”. One
node in the diagram is being used to contain a subtree of user entries. This node is designated an
Organizational Unit, or OU, and has an RDN of ou=People. The full DN of the node is
ou=People,dc=company,dc=com.




LDAP Connector Overview
Representing LDAP Data Using The Relational Metamodel

LDAP Directory Tree

de=company, de=com

au=People

cn=user 1 cn=user 2 cn=user3

ATTRIEUTES
userlD=12345
CCMum=810
phones=__

Under this OU, a number of entries exist to represent individual uset’s information. These leaf nodes atre
identified by the Common Name, or CN. For example, the third entry has an RDN of cn=user 3. This
node has other attribute-value pairs associated with it that describe the person at the company. Unlike the
DN, these attributes are not guaranteed to be unique.

REPRESENTING LDAP DATA USING THE RELATIONAL
METAMODEL

The LDAP connector, accompanied by the MetaMatrix product suite, provides a way to represent LDAP
data using the Relational Metamodel. The following list describes the LDAP construct, along with the
equivalent representation in a Relational model.

e LDAP subtrees are represented as if they were tables in a relational database.

e Each node in the subtree is represented as a row in the table.

e Each attribute of the given node can be represented as a column in the table.

e The RDN (or DN) can be used to represent a primary key.

For example, take the LDAP directory tree below, which maintains information about people at
“company”. The ou=People subtree has been selected to be represented in a Relational model.

!'The RDN is unique within a given level of the subtree, but is not guaranteed unique if the subtree has multiple
levels. In this case, the DN can be used to identify each node uniquely.

4 MetaMatrixx LDAP Connector Integration Guide, Release 5.5.4



LDAP Connector Overview
Representing LDAP Data Using The Relational Metamodel

LDAP Directory Tree

dc=company, de=com

ou=People

cr=user 1 cn=user 2 cn=user3

ATTRIEUTES
userD=12345
COMumr=810
phone=___

The diagram below demonstrates how the directory tree can be represented as if it were relational data.

LDAP Directory Tree Relational Database

dec=company, de=com

Ou=People: Table

ou=People 1. PECPLE
PK | Name
¥ |Ip
B ol Cost Center
cn=user1 cn=user2d cn=user3 Each Mode: R Phane Number

Attributes: Columns

ATTRIBUTES
useriD=12345
CCNum=810
phone=. ..
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LDAP Connector Overview
Translating SQL Queries to LDAP Searches

A relational model is created, and the model contains a table named “People”. The table corresponds to the
ou=People subtree. Each row in the table corresponds to a node in the subtree. The columns in the table
correspond to attributes of each node. For example, the “userID” attribute is represented by the “ID”
column name. Note that the names of the columns do not need to match the attribute names — the actual
attribute name is represented by other metadata within the model (described further in the Modeling
section of this document). The RDN of each node can be represented as a column, and designated as a
primary key.

By default, the table represents all nodes directly under the top-level node. If the directory tree contained
non-leaf nodes (i.e. it contains other subtrees), the nodes below the first level will be ignored. In LDAP
terms, the search scope is restricted to “one level only”. The entire subtree can be represented if a non-
default search scope is specified when creating the table. The details of specifying a non-default search
scope are explained in the Modeling section of this document.

TRANSLATING SQL QUERIES TO LDAP SEARCHES

The LDAP connector uses the Relational model’s metadata to determine how to translate ad-hoc SQL
queries into the appropriate LDAP search. The diagram below illustrates the process flow.

Client App: Ad-hoc SQL query

SELECT Mame, Phone Number
FROM PEOPLE de=company,

WHERE ID=12345 “T
Search; ou=People \

Attributes: cn, phone ou=People ‘
Search Filter; (userlD=12345)

FEOPLE Scope; One Level Only
PK | Hame LDAP )
Connector 7] ceuser 1 cn=user ¥ creuser 3

{[v]

Cost Canter -

Fhona Mumber

LDAP found one match: [y
; ch=user 3 ATTRIBUTES
MetaMatrix VDB Phane=... userlD=12345
CCNum=810 |
phone=...

LDAP Directory Tree

The process begins when a client application submits an ad-hoc SQL query to a MetaMatrix VDB (step 1).
MetaMatrix determines that some part of the query uses the People table, which is bound to the LDAP
connector, so it passes the subquery to the LDAP Connector. The LDAP connector converts the query
into an equivalent LDAP search (step 2). The LDAP connector submits the LDAP seatch against the
directory tree, and receives results from the LDAP server (step 3). The LDAP connector parses the results,
formats a result set, and returns it to the client application.

6 MetaMatrixx LDAP Connector Integration Guide, Release 5.5.4



Chapter 3: Design-Time Modeling
and Depolyment

INFORMATION GATHERING

The first step in using the LDAP connector is to gather information about the LDAP data source. The
Model developer should gather the following information for each LDAP subtree:

e Base OU (Table)
e Attribute Names (Columns)

e Search Scope

Additionally, Model Developers or Administrators will need to gather the following information before a
Relational model containing LDAP metadata can be bound to an LDAP data source:

e LDAP Server URL (e.g. Idap://ldap.mycompany.com:389)
e LDAP Username / Password

e Security considerations (e.g. is SSL encryption required by the LDAP server for searches)

DESIGN-TIME MODELING

LDAP metadata can be modeled in MetaMatrix Designer using the Relational metamodel type. Each table
in a given relational model represents a Base DN in LDAP. Each row in the table represents an element
found in that Base DN. Each column of the table represents an attribute of the element that may exist.

In general, each table and column defines the LD AP-specific information in a special property called
“Name In Source”. This allows the connector to identify the attribute or Base DN name within the data
source — namely, within LDAP. The actual name of the table and column can differ from the name in
source if the user chooses to name them differently. This allows Designers to hide the underlying LDAP-
specific names from end users if desired.

The following is a stop-by-step example of setting up the relational metamodel in MetaMatrix Enterprise
Designer for an LDAP datasource.

amatrix’



Design-Time Modeling and Depolyment
Design-Time Modeling

To begin modeling LDAP metadata, you must create a new Relational model. In MetaMatrix Designer,
switch to Designer view, right-click on the Model Explorer window, and select New > Metadata Model.

The New Model Wizard appears.
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In the New Model Wizard, provide a name in the Model Name field. Select “Relational” for the Model
Class pull-down. This allows us to represent the LDAP metadata as relational data that can be queried via
SQL. Select “Source Model” for the Model Type pull-down. This indicates that the model directly
describes a particular data source. Click Finish to create the new model. You are now ready to model

LDAP data as a relational data source.

I Hew Model Wizard @

MNew Model Wizard

Specify model name and options then create model File.

Location: | LdapProj

Browse...

Madel Narme: | LdapModel

Model Class: |Relatiana|

Model Type: |Source Model

Select a model builder (optional):

@ Generate From exisking UML Models
lﬁ* Copy from an existing model of the same model class

| Finish |

[
[]

Cancel
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Design-Time Modeling and Depolyment
Design-Time Modeling

Select the model in Model Explorer. The properties window will display the model’s properties. Set the
following properties:

Supports “Distinct” = false
Supports “Join” = false
Supports “Outer Join” = false

NOTE: These properties are for informational purposes only, and do not affect the query plans or the
connector behavior. They are not strictly necessary.

Select the model in Model Explorer, then right-click and select New Child > Base Table from the context
menu to create a new table. Each table will correspond to data contained in a particular base DN in LDAP.

Select the table in Model Explorer. The properties window will display the table’s properties. Set the
following properties:

Property | value

Name Give the table a user-friendly name, in accordance with any established naming
conventions. The name does not need to correspond to the Name In Source name.
Name in Source Enter the base DN you wish to search when the table is queried. For example, if you

wish to search ou=people,dc=company,dc=com, then enter that string (with no spaces)
into the Name In Source field.

Additional search info can be included using the Name In Source format as follows:
search_base?search_scope?objectClass_name

If you wish to specify a search scope other than the default (SUBTREE_SCOPE), you
may append the JNDI-supported search scope string? to the base DN, using a “?”
symbol to delimit the two fields. For example:
ou=people,dc=company,dc=com?SUBTREE_SCOPE

In addition, if you wish to restrict the search to certain objectClasses, you can add the
objectClass restriction to limit the search further. For example:

ou=people,dc= company,dc=com?SUBTREE_SCOPE?inetOrgPerson
Finally, either of the first 2 parameters may be omitted. The following Name In Source
specification will use the default search_base and search_scope and then limit to the

specified objectClass:

? ? inetOrgPerson

If you wish to use the default search scope, do not add any suffix.

2'The currently supported JNDI search scope terms are ONELEVEL_SCOPE, SUBTREE_SCOPE, and
OB]ECT SCOPE. Detalls of each option can be found in the Java SDK 5.0 documentation
: docs/api/javax/naming/directory/SearchControls.html).

amatrix-
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Design-Time Modeling and Depolyment

Design-Time Modeling
]|

Select the table in Model Explorer, then right-click and select New Child > Column from the context menu
to create a new column.

Select the new column. The properties window will display the column’s properties. Set the following

properties:
Propert Value
Name Enter a user-friendly name for the attribute.
Name in Source Enter the LDAP attribute name that the column will represent. The attribute should be

present in the base DN you've specified in the corresponding table's Name In Source
field. The name must exactly match the attribute name in LDAP (though LDAP is not
case sensitive).

Type Enter String as datatype. String is required.

Only string and byte array attribute values are supported by LDAP and BY JNDI. The
LDAP Connector only supports string values. Support for byte arrays may be added in
a future revision, if necessary.

Cardinality Enter the number of “rows” (or nodes) contained within the modeled table.

You can obtain this information later by issuing a query against a VDB that contains
the model you are currently creating. An example query:

select count(*) from people

Length Enter the maximum known length of the string in the Length property. If there is no
known maximum value, enter a reasonable default. Strings from LDAP that exceed this
limit will not be truncated. If applications rely on column length metadata to perform
operations, then be sure to use a length that is appropriate for those applications.

You can obtain this information after the fact by submitting queries against each
column to determine the maximum length. An example query:

Select max(length(id)) from people

Distinct Value Count If you know the number of distinct values for this LDAP attribute, or have an
[Optional] estimation, then enter that number in the Distinct Value Count property. The Distinct
Value Count information will be used in cost-based query analysis, to aid in increased
query performance.

You can obtain this value at a later time, by querying the VDB that contains this table
and column to determine the distinct value count. An example query:

select count(distinct(costcenter)) from people

Null Value Count If you know the number of null values for this LDAP attribute, or have an estimation,
[Optional] then enter that number in the Null Value Count property. The Null Value Count
property will be used in cost-based query analysis. If there are no null values, enter 1.

You can obtain this value at a later time, by querying the VDB that contains this table
and column to determine the distinct value count. An example query:

select count(*) from people where CostCenter=null

10 MetaMatrixx LDAP Connector Integration Guide, Release 5.5.4



Design-Time Modeling and Depolyment
Design-Time Modeling

Property | value

Maximum Value and If minimum and/or maximum values are known for this LDAP attribute, then enter that
Minimum Value information in the Maximum Value and Minimum Value properties. This information will
[Optional] be used in cost-based query analysis.

You can obtain this value at a later time, by querying the VDB that contains this table
and column to determine the distinct value count. An example query:

select max(convert(guid, integer)), min(convert(guid, integer)) from people

Note: This assumes the column is always convertible from string to integer.

Create a new attribute and set the attribute’s properties for each attribute you wish to model for your new
table.

The entire process can be repeated for each base DN you wish to model:
e Create Table and set properties for the base DN

e  Create the desired attributes in the Table and set properties for each attribute.

Check the Problems tab to fix any errors or warnings in the new model.

Save the model. You have successfully modeled an LDAP data source in a Relational model type.

NOTE: Periodically, the cost statistics information may need to be updated to reflect changes in the source
system, in order to continue to receive good query plans. Be sure to take note of how often the data
characteristics change in the LDAP system, and use this information to determine when these statistics may
need to be updated.

\etamatrix’ -



Design-Time Modeling and Depolyment
Creating the LDAP Connector Instance

CREATING THE LDAP CONNECTOR INSTANCE

Creating and testing the LDAP Connector within Designer is very straightforward as outlined below.
Please refer to the Enterprise Designer User’s Guide for more details.

In the connectors view in Designer, select the LDAP Connector type, then click the “New Connector”
button on the tool bar as shown.

corei » LTI

Apache Derby Embedded Cannectar ”
Apache Derby Metwork Connector

DEZ JDBC Conneckar

DBz JDBC »A Conneckor

JDEC Connectar

JDBC ODBC Conneckar

LDAP Conneckor
Loopback, Connectar

MekaMatrix JDBC Canneckar

M5 Access Conneckar

M3 Excel Connector

My30QL IDEC Connecktor

MySOL IDEC =48 Conneckor

Oracle & JDEC Conneckor

Cracle & JDBC ©& Connectar w

R R R-R- KRR R-R- R R Rk

This button will display the New Connector Wizard, below.

X

I New Connector,

Create New Connector

Mame is walid

Binding Name

Mame | MyLDAPConn

Conneckar Type:

|LDAP Connectar j

Connector Binding Properties
[ sShow Advanced Propetties

Property | Value
Class Path extensionjar:connectar_patch, jar;exten...
Data Source Monitoring Enabled true
Data Source Test Connect Interval (seconds) 600
Defaul: Search Scope SUBTREE_SCOPE
Ldap Admin Passward e
Ldap admin User DR cn=Directory Manager
Ldap Max Criteria 1000
Ldap Transaction Timeout {ms)
Ldap URL

OF | Cancel
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Design-Time Modeling and Depolyment

Creating the LDAP Connector Instance
]|

You can now set the properties for your new connector. The following table shows a summary of the
available properties for the LDAP connector.

Property | value

LDAP Admin User DN User with which the connector will establish connection with LDAP.

LDAP Admin Password | Password associated with the Admin User DN.

LDAP Transaction The default timeout (equivalent to the TCP timeout setting) can be overridden here.

Timeout (ms) The units are in milliseconds.

LDAP Max Criteria The maximum number of criteria in the where clause that will be passed to LDAP at
any given time. If the LDAP server sets a limit on the number of criteria or size of a
search clause, be sure to set the limit accordingly. 1000 is a reasonable default limit,
though higher numbers should be used when the LDAP server supports it, and large
where clauses may occur.

LDAP URL The LDAP-specific URL of the LDAP server, e.g. “Idap://ldap-

machine.company.com:389".

Be sure to use “Idaps” if the connection must be performed over SSL. Also, if the
connection is over SSL, be sure to import the server’s certificate into the MetaMatrix
certificate chain. For more information on SSL configurations, refer to the standard
MetaMatrix documentation.

Maximum Result Rows

The maximum number of rows returned by the LDAP connector before an exception is
thrown and no rows are returned.

Default Search Scope

Limited to OBJECT_SCOPE, ONELEVEL_SCOPE, or SUBTREE_SCOPE. Defaults
to SUBTREE_SCOPE.

Restrict Searches to
Named Object Class

Boolean value which, if set to ‘true’, uses the Base Table Name (not the Name In
Source) as the restriction.

Default Search Base DN

The value to use as the default Search Base DN.

Connector Maximum
Thread Count

Maximum number of threads created in the connector at one time.

The setting for the connector max thread count should be at least twice as high as the
“Connector Pool Max Connections” setting, in order to accommodate for 1 thread for
each connection, and 1 thread for each execution. This way, the number of
connections is not limited by the number of available threads.

When configuring the binding in the MetaMatrix server, the setting for each
MMProcess’ “Max Threads” should be large enough to accommodate for the maximum
number of connections in all connector pools. Check with the Ell administrator for
details; the MMProcess Max Threads is controlled in Configuration > Deployment
section of the Console.

If concurrency is high and throughput is too low, this number should be raised. If the
LDAP server is overworked, this property may be lowered to reduce the load on the
backend server.

amatrix’
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Design-Time Modeling and Depolyment

Creating the LDAP Connector Instance
]|

Property | value

Connector Pool Connector Pool Cleaning Interval is the interval between checking for idle connections.
Cleaning Interval
(Seconds) If a non-zero setting is specified, a thread will wake up at each interval and inspect

each connection to see if it is not alive, or if it is alive, but unused for the Live and
Unused Time or longer. If either condition is true, the connection will be removed from
the pool.

If the Connector Pool Cleaning Interval is significantly longer than the Live and Unused
Time, then connections that have remained live and unused for longer than the Live
and Unused Time may end up being re-used. The connection pool will still verify that
the connection is alive before reusing it.

However, if the Live and Unused Time is set according to an LDAP timeout, then it's
likely that the connection will not be alive. Therefore, the Connector Pool Cleaning
Interval should be relatively close to the Live and Unused Time, especially if the LDAP
data source is known to timeout on old connections.

If a setting of “0” is used, and the Wait For Source Time and Live and Unused Time
are also set to zero, then connections in the pool will be persistent, and will remain in
the pool until they fail.

Connector Pool Live and | The Live and Unused Time is the time a connection is allowed to stay active and
Unused Time (Seconds) | unused before it is considered closable. The actual amount of time a connection is
allowed to stay alive and unused is less than or equal to Connector Pool Cleaning
Interval + Live and Unused Time. This is a “worst-case” calculation that assumes the
connection is returned to the pool at exactly the same time that the cleaning is
performed, which means that the connection will be cleaned at the subsequent
cleaning interval at worst.

If the LDAP server has a timeout set to determine when to drop old connections, then
the Live and Unused Time should be set to an amount that is less than or equal to that
amount. In order for Live and Unused Time to go into effect, ENABLE_SHRINKING
must be set to TRUE.

The LDAP connection has a means of checking to see if it is still alive. In cases where
the connection goes stale (e.g. the server was rebooted, or the network is unavailable),
isAlive will fail, and a new connection will be attempted.

If a setting of “0” is used, and the Wait For Source Time and Connector Pool Cleaning
Interval are also set to zero, then connections in the pool will be persistent, and will
remain in the pool until they fail.

Connector Pool Wait For | Pool Wait For Source Time is the maximum time a connector will wait for a connection
Source Time (Seconds): | to become available. In cases where the number of concurrent queries far outnumbers
the Pool Max Connections, there may be a waiting period before a connection is
obtained. If this is the case, then either Pool Max Connections should be increased, or
Pool Wait For Source Time should be increased. In this situation, increasing Pool Max
Connections will accommodate more concurrent queries. This will increase throughput,
but will increase load on the backend LDAP server. If, instead, Pool Wait For Source
Time is increased, more queries will be serviced before they timeout, and the load on
the backend server will not increase, but the average query time will increase.

If a setting of “0” is used, and the Live and Unused Time and Connector Pool Cleaning
Interval are also set to zero, then connections in the pool will be persistent, and will
remain in the pool until they falil.
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Design-Time Modeling and Depolyment
Creating the LDAP Connector Instance

Upon setting the LDAP connector properties and finishing the New Connector Wizard, the new LDAP
connector will be displayed in the connectors view under the LDAP Connector type.

Next, you will need to specity that your LDAPModel will use the newly-created connector. Select the
model in ModelExplorer, then rt-click and select Connector >> Bind as shown below.

FEF-'h:u:IEI Explorer X Cutline | UDFs =B ﬂ *test

a = —
Zz E§'3 . = <}-=4> Ep@
= 1= LdapPraj ~
- T
+-= Mew *
et Mevy Child ,
-8 Modeling d @ Create Web Service
O ¥ Connectar =
—- 1= ldapTesl Cpen With

[l showModel Statistics

o8 Connectors | [12] Copy “= |pdate Imports
# Apache| 3 ~
i Apache
% DBz J0g Delete
# DBZIDE ,
efactor
@& IDBC o
g igig g[ Eug Import ... L
= i
s Myl £ Export .,

In the selection dialog, choose the LDAP Connector that you created previously:

o Select Connector Binding |:,|E|E|

3 Books_Oracle_9i Connector

B Parts_Supplier _SOL_Server_2000 Conneckor

3 Yahoo Conneckor

o Customer_Accounts_SOL_Server_2000 Conneckor
@k MaterializationModel Conneckar

o Products_Oracle_9i Connectar

= Y [ AP Conin

(0]4 | Cancel
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Design-Time Modeling and Depolyment
Creating the LDAP Connector Instance

The model will now appear under the LDAP Connector in the connectors view, indicating that the model
has been “bound” to the selected connector.

o
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& Apache Derby Embedded Connector
Apache Derby Metwork Connectar
DE2 JDBC Connector
DE2 JDBEC =4 Connector
JDEC Connector
JDEC QDEC Conneckor
LDAP Connector
e MyLDAPConn

ﬁ LdapMaodel. xmi
Loopback Conneckor %
MetaMatriz JDEC Connector
M5 Access Conneckor
M3 Excel Connector
MySOL JDEC Conneckar
MywSQL JDEC x4 Conneckar

U0 0 40k o0 o 4

i o e e 00 o

After the connector has been associated with the model, you are ready to preview your data. Select the
table you want to preview in Model Explorer. The “Preview Data” icon should be enabled.
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Design-Time Modeling and Depolyment
Modeling Requirements For Update Capability

Selection of the “Preview Data” button will execute a query against the LDAP source. The results from
the preview execution will show the first several rows of data for this table in the Preview tab:

Problems | Message Log m 2 of 9 rows B & 18]

History UserlD | Mame

rsmith  Robert Smith
ssmith Sheri Smith
psmith Paul Smith
pjones  Paul Jones
phlack  Peter Elack
< » TUser  Tesk User

[ T Y P

People - [LdapProjfLdapModel, xmi

MODELING REQUIREMENTS FOR UPDATE CAPABILITY

The LDAP connector provides update capability, but additional modeling requitements are imposed
beyond those required for read-only access. The additional requirements are described below, along with a
few example screenshots.

e Table ‘supports update’ property — for each table in your LDAP source model that you want to
enable updates, the ‘supports update’ property must be set to ‘true’.

e  Column ‘Updateable’ property — for each column in your LDAP source model that you want
to enable updates, the ‘Updateable’ property must be set to ‘true’

e Required Columns —

» DN - The ‘DN’ (distinguished name) must be modeled for all update types (INSERT,
UPDATE, and DELETE). For UPDATE and DELETE capability, the DN is the only
required additional column. When executing an UPDATE or DELETE, the DN must be
specified in the criteria. When executing an INSERT, the DN must be one of the
columns specified in the INSERT.

» objectClass — The ‘objectClass” must always be specified for INSERT capability. When
executing an INSERT, the objectClass must always be specified in the INSERT.

» additional — each objectClass defined in the LDAP directory’s schema may also have one
or more additional required columns. Consult your LDAP servet’s documentation for
information on determining what additional columns are required for each defined
objectClass.

The following screenshot illustrates how the ‘People’ example used previously was modeled so that it could
support updates. The column ‘DN’ (distinguished name) is required for all update types INSERT,
UPDATE, DELETE). The column ‘objectClass’ is required for INSERT. In this example, ‘sn’ (surname)
is also required by the LDAP object, therefore is required. The ‘PhoneNumber’ column is an updateable
column that is added for illustrating the update capability.
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Design-Time Modeling and Depolyment
Modeling Requirements For Update Capability

T Model Explorer 52 Qutline | UDFs =B
1% &9 ==
== LdapProj A
—|-Elg LdapModel, xmi
+-*= import declarations (13
i Package Diagram
- = People

Ed DM : skring(255)
B =n: string(255)
B objectClass ; stringl255)
B UserID : string(20)
B Mame : string(z0)
E PhoneMumber : string(Z0)
[ IdapvDB.vdb
1] IdapTest w

Once the LDAP source model changes shown above have been made, the model can be incorporated into
a VDB and tested (see the Enterprise Designer User’s Guide for more information on this process). The
following are some example queries that illustrate the update capability:

SELECT
“SELECT * FROM LdapModel.People”

e Return all records in the LdapModel.People table.
INSERT

“INSERT INTO LdapModel.People (DN,sn,objectclass,Name) VALUES (‘cn=Joe
Young,ou=people,dc=metamatrix,dc=com','Young','person’, 'Joe Young")”

e Insert a new object into the LDAP tree. ‘DN’ must be one of the columns specified in the
INSERT. ‘objectClass’ must also be modeled and specified in the INSERT. ‘sn’is also a
requirement for this example’s object.

UPDATE

“UPDATE LdapModel.People SET PhoneNumber='(314) 299-2999' WHERE DN="cn=]oe
Young,ou=people,dc=metamatrix,dc=com"’

e Update the telephone number of the specified DN. ‘DN’ must be specified in the criteria.
DELETE

“DELETE FROM LdapModel.People WHERE DN='"cn=]oe
Young,ou=people,dc=metamatrix,dc=com"’

e Delete the specified DN from the LDAP tree. ‘DN’ must be specified in the criteria.
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Design-Time Modeling and Depolyment
VDB Creation And Test in Designer

VDB CREATION AND TEST IN DESIGNER

You can now define a VDB in Designer using your LDAP model. Please refer to the Enterprise Designer
User’s Guide for more information about this process. The resulting VDB can be tested in Designer and
can subsequently be deployed to a running MetaMatrix Server.

CONNECTOR DEPLOYMENT IN CONSOLE

The VDB created in Designer can be deployed to a running MetaMatrix Server. Please refer to the
Enterprise Console User’s Guide for more information about this process. Upon deployment or import of

the VDB into the Console, the previously established LDAP connector will be imported with the VDB and
will be available for use in the Console.

If desired, the user can export the connector information only from Designer, and import the connector by
itself into the Console. Please refer to the Enterprise Designer and Console User’s Guide for more
information about the export and import processes.
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Design-Time Modeling and Depolyment

Connector Deployment in Console
]|
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Chapter 4: Connector Capabilities
and Usage Considerations

CAPABILITIES SUPPORT

LDAP does not provide the same set of functionality as a relational database. The LDAP Connector
supports many standard SQL constructs, and performs the job of translating those constructs into an
equivalent LD AP search statement. For example, the SQL statement:

SELECT firstname, lastname, guid

FROM public_views.people

WHERE

(lastname=Jones’ and firstname IN (‘Michael’, ‘John’))

OR

guid > 600000

Uses a number of SQL constructs, including:

SELECT clause support.

e select individual element support (firstname, lastname, guid).
e FROM support.

e WHERE clause criteria support.

e nested criteria support.

e AND, OR support

e Compare criteria (Greater-than) support.

e IN support.

The LDAP Connector executes LDAP searches by “pushing down” the equivalent LDAP search filter
whenever possible, based on the supported capabilities.

MetaMatrix will automatically provide additional database functionality when the LDAP Connector does
not explicitly provide support for a given SQL construct. In these cases, the SQL construct cannot be
“pushed down” to the data source, so it will be evaluated in MetaMatrix, in order to ensure that the
operation is performed.

In cases where certain SQL capabilities cannot be pushed down to LDAP, MetaMatrix will push down the
capabilities that are supported, and fetch a set of data from LDAP. Then, MetaMatrix will evaluate the
additional capabilities, creating a subset of the original data set. Finally, MetaMatrix will pass the result to
the client.

21
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Connector Capabilities and Usage Considerations
Capabilities Support List

It is useful to be aware of unsupported capabilities, in order to avoid fetching large data sets from LDAP
when possible.

CAPABILITIES SUPPORT LIST

The following capabilities are supported in the LDAPConnector, and will be evaluated by LDAP
e SELECT queries.
e SELECT element pushdown (e.g. individual attribute selection)
e AND criteria.
e Compare criteria (e.g. <, <=, >, >= = |=).
e IN criteria.
e LIKE criteria.
e  OR criteria

e INSERT, UPDATE, DELETE statements [must meet Modeling requirements|

Due to the nature of the LDAP source, the following capability is not supported:

o  Stored Procedures.

The following capabilities are #ot supported in the LDAPConnector, and will be evaluated by the MetaMatrix
system after data is fetched by the connector:

e Functions.

e Aggregates.

e BETWEEN Criteria.
e (Case Expressions.

e Aliased Groups.

e  Correlated Subqueries.
e EXISTS Criteria.

e Joins.

e Inline views.

e IS NULL criteria.

o NOT criteria.
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Connector Capabilities and Usage Considerations
Attribute Datatype Support

e ORDERBY

e Quantified compare criteria.
e Row Offset.

e Searched Case Expressions.
e Select Distinct.

e Sclect Literals.

e UNION

e XA Transactions.

ATTRIBUTE DATATYPE SUPPORT

LDAP providers currently return attribute value types of java.lang.String and byte[], and do not support the
ability to return any other attribute value type’.

The LDAP Connector currently supports attribute value types of java.lang.String only. Therefore, all
attributes should be modeled using the String datatype in MetaMatrix Designer.

If a model Designer wishes to convert a String value from LDAP into a different data type, they may do so
using the many convenient conversion functions available in MetaMatrix — see the DevCentral website for
details*. Some conversions may be applied izplicitly, and do not require the use of any conversion functions.
Other conversions must be applied explicitly, via the use of CONVERT functions.

Since the CONVERT functions are not supported by the underlying LDAP system, they will be evaluated
in MetaMatrix. Therefore, if any criteria is evaluated against a converted datatype, that evaluation cannot be
pushed to the data source, since the native type is String,.

When converting from String to other types, be aware that criteria against that new data type will not be
pushed down to the LDAP data source, which may decrease performance for certain queries. As an
alternative, the data type can remain a string and the client application can make the conversion, or the
client application can circumvent any

GREATER-THAN — LESS-THAN COMPARISONS

3 http://java.sun.com/products/indi/tutorial/ldap/faq/attr.html

4 http://devcentral.metamatrix.com/tech/expl/DataTypeConversions
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Connector Capabilities and Usage Considerations
Greater-Than — Less-than Comparisons

L]
LDAP supports “>="" and “<="", but has no equivalent for “>" or “<”. In order to support “<” or “>”
pushdown to the source, the LDAP Connector will translate “<” to “<=", and it will translate “>" to
€‘>:”.

When using the LDAP Connector, be aware that strictly-less-than and strictly-greater-than comparisons
will behave differently than expected. It is advisable to use “<=""and “>="" for queries against an LDAP-
based data source, since this has a direct mapping to comparison operators in LDAP.
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Chapter 5.
Troubleshooting Common Problems

TESTING YOUR CONNECTOR

The LDAP Connector relies on a number of properties that must accurately defined, or the MetaMatrix
System will return unexpected results, or none at all.

This section describes the steps in deployment and data access wherein you might encounter difficulty
deploying your MetaMatrix LDAP Connector.

As you deploy the connector in Console, improper configuration can lead to problems when you attempt
to start your connector. You can test your LDAP Connector in MetaMatrix Enterprise Designer prior to
Console deployment by submitting queries at modeling-time for verification.

CONSOLE DEPLOYMENT ISSUES

If you receive an exception when you synchronize the server and your LDAP Connector is the only service
that does not start, there was a problem starting the connector. Check to see that you have correctly typed
in your connector properties.
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Troubleshooting Common Problems

Console Deployment Issues
]|
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