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Introduction

- Who we are, What we do

- The problem to solve
  - Changing times!
  - Changing customer expectations and needs, vendor lock-in concerns, cost...
  - Changing business factors – need for speed, agility and efficiency

- Our use of Apache open source integration and messaging products
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The Problem – Current Design Paradigm

Legacy systems are designed to be:
- Stove-piped
- Proprietary
- Brittle and non-adaptive
- Expensive to develop & evolve
- Vulnerable
Solution?

- The problem to solve
  - Changing customer expectations and needs, vendor lock-in concerns, cost...
  - Changing business factors – need for speed, agility and efficiency, re-use...
  - Small changes can break nearly anything and everything...

- Enterprise Application Integration (EAI) domain has already tackled many of these issues
  - Introduction of decoupled, decentralized service oriented architectures
  - Security
  - Governance
  - Etc.

http://geekandpoke.blogspot.com/
Options

- **Traditional commercial solutions**
  - Expensive
  - Hard to customize
  - Not optimized for military applications
  - Not always interoperable
  - No access to source if qualification necessary

- **Roll your own**
  - Often brittle
  - Not usually designed for re-use
  - Fits application space
  - Expensive to build and maintain
  - Don’t always fully embrace standards that facilitate *re-use* and *interoperability* (at many levels – messaging, marshaling, data)
  - Often miss opportunities to build services that could/should be part of the architecture (discovery, service versioning) – only build what you need (or can...)
Options

- Open source?
  - Had a stigma attached to it, especially in the defence community
  - Pressures from customer and need to become more efficient and lean have driven people to take a closer look at OSS
  - Licencing can still be an issue – GPL, etc.
  - Apache License is a commercial friendly license
  - Apache community has many mature and active projects that can be used together!
  - Apache community is vast! Many hands make light work...
  - FuseSource helped make the “right” choice for components in the stack!
So – back to the problem...

- **Our problem domain: Command and Control and Situational Awareness**
  - Collect and **integrate** data, **mediate** and **route** information from/to many different applications in a timely manner so intelligent decisions can be made...

  **A perfect match for Apache Camel!**

  - Integration to other applications using **W3C** standard interfaces; i.e. RESTful and SOAP

  **A perfect match for Apache CXF!**

  - Reliable **transfer** of information through the network
  - Message oriented middleware such as JMS is required

  **A perfect match for Apache ActiveMQ!**
So – back to the problem...

- Service Management

  - In previous installations many service components were required
    - Message broker, HTTP and Servlet container, Discovery services
    - Had to be deployed separately, security and access control needed to be configured and wired-in
    - Overall – an administrative nightmare. And don’t even mention application service lifecycle and version management!

  - Many options were considered, including various ESBs and commercial solutions.

  - OSGi was a partial solution – fixed the discovery, class loading, configuration admin and versioning problem, but needed more!!!
So – back to the problem...

– The move to OSGi for Servicemix 4 was perfectly timed, providing OSGi benefits with pre-packaged bundle configurations, admin tools on top of Karaf! Cool!

A Perfect Match for ServiceMix!

– ServiceMix allows us to deploy, manage and update features
– We use OSGi Declarative Services, Blueprint, etc. to deploy and manage user interface applications based on Eclipse Rich Ajax Platform (RAP)
– We also deploy data provider service bundles that abstract/decouple database implementations from the app bundles - can use SQL, JPA or whatever....

▪ For defence applications, we often need more deterministic behaviour for information exchange. Apache Camel architecture allowed us to implement endpoints/components to allow us to use the OMG DDS and QoS profiles!
So What?

- Many projects have a requirement to integrate, mediate, route and disseminate information
- There are many different sources of data and they are continuously changing – need to be agile and able to adapt quickly
  - Sensors
  - Mobile devices
  - Applications (database, web)
- There are many different consumers of information
  - Many different presentations
  - Analysis tools (AGI STK)
  - Visualization (Web pages, Maps, Google Earth)
  - Databases
  - Other “Systems” (SoS)
- This commonality has driven us to develop a core set of services that support these activities and applications
- Hence the Rapid Technology Integration Framework – RTIF!
RTIF Technology Stack

- **Overall Requirement**
  - A requirement existed for a framework to support defence domain application integration in an agile, rapid manner

- **Technology Service Stack**
  - Chosen from best of breed technologies available at the time
  - Highly decoupled component architecture that promotes the SOA core tenets
  - Lessons learned from SCA, COM, CORBA, J2EE

- **Criteria:**
  - Actively developed open source projects
  - Non-restrictive license (Apache)
  - Commercial support available if required
  - Pedigree in deployed applications
  - Ability to integrate/work together
- Build aggregate services and capabilities
- Add data persistence, including a database specifically designed for track/contact data
  - Symbology
  - Authentication and authorization
  - Audit / Logging
  - KML generation

- Messaging
  - ActiveMQ
  - JMS
- Camel
  - Routing
  - Mediation
- Services/CXF
  - SOAP
  - REST
  - CORBA

RTIF

Karaf

OSGi

Core Services
- Presentation
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- Audit/Logging

Security

Health Monitoring

RTIF
- Build adapters to interface to various "legacy" systems
  
- Add mediation services to bring data in/out of the framework
  
- Add components to transform & normalize contact/track data
  
- Leverage the > 113 endpoints and processors!!
  
- Add health and performance monitoring tools
So what?

- Reduce defects
- Increase SLOC
- Agile development
- Rapid prototyping and delivery of capability
- Testability / Metrics
- Monitoring
- Versioning throughout the component lifecycle
  - SVN, Maven, OSGi
  - Compile, test, package, install, deploy
RTIF from a Software Engineer’s perspective...

- Don’t need to worry about building infrastructure. Can focus on business/customer specific problems.
- Reduced risk through automated unit, integration and system level testing
- Easily collaborate with other software engineers via code from shared artifact repositories (geo-agnostic)
- Tools provide complete software lifecycle management
- Reduced SLOCs using Software Integration Patterns, thus reducing SPRs, Cost and Time to Deliver.
- Open Source!
- Leading edge!
Projects Using RTIF

- Personnel tracking (BFT)
- Arctic Surveillance Simulation Testbed (NSA)
- Underwater Sensor fusion and display (ORCA)
- Torpedo Defence (MATADOR)
- Mission Planning Tool for Maritime Operations (MPT)
- Advanced SA and Planning tools (CoCommand)
- Data collection, Intelligence Collection for GDUK/Wales (CCDA)
- And wait! There’s more...
Personnel Tracking

- Provides Personnel Tracking using satellite-based tracking beacons
- Built initial prototype/PoC for $25K using GD Canada RTIF technology.
- Prototype has been operational since November 2010.
- Next task was to “productize”. This is in current development and initial releases have been delivered to the customer.
  - Integrates and manages the provisioning and management of 5 different devices
  - Controls access to devices, keeps position history and text messaging
  - Manages alerts and warnings (911 or emergency calls)
  - Provides a set of user interface components that materialize depending on the user’s role (RAP, dynamic service discovery, etc.)
  - Generates routes, tracks and other information for consumption by Google Earth and keeps history in a geospatially enabled datasource
  - Provides the same data to other legacy systems by routing and mediating information through Camel (Velocity, Bindy, Smooks)
  - Supports authorization and authentication using JAAS
  - Outward facing endpoints secured with TLS
Personnel Tracking
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Tracking Gateway EIP...
Personnel Tracking

▪ What we are doing different?
  – Customer-centric. Developers talk to their operators daily.
  – Approximately 2-3 week release cycles which are delivered to customer (in some cases via email) using Agile/SCRUM development
  – Upgrading and management of the system is done by their IT support. We offer support.
  – GD Canada has a VPN which allows us to see “some” of their live test beacons. Helps us test/debug.

▪ How have we impacted the customer?
  – Very low cost, don’t need to spend money on things that OSS provides
  – They get their features faster and in the hands of the operators
  – Operators have direct access to software engineers as support (phone/email)
Arctic Surveillance Testbed – Northern Situational Awareness

- What is it?
  - High fidelity modelling and simulation tool for Canadian Arctic
  - Uses Analytical Graphics Inc. (AGI) Satellite Tool Kit (STK)
  - GD Canada built custom UI plug-in to automate the users workflow.
  - Data feeds for ingest and export all built on RTIF
Underwater Sensor Fusion and Display

- **Swimmer Detection**
  - tasked to develop a low cost, state of the art prototype app for detecting and tracking potential threats from swimmers, divers and small boats.

- **A prototype was built, field tested and demonstrated in less than 6 weeks!**

- **Used Apache Camel to support the integration**
  - This work was “Pre-RTIF” but contributed to the RTIF service collection!
MATADOR is a lightweight, low-cost torpedo detection system designed to be integrated with naval acoustic sensors and torpedo countermeasures systems.

GD Canada’s Matador product has evolved from our collaboration with Defense Research and Development Canada (DRDC) Atlantic and many months of experience in realistic anti-torpedo exercises on the Canadian HALIFAX-class ships.
Mission Planning
Advanced SA and Planning tools - CoCommand
CoCommand
Use Cases

- There are huge benefits using the Apache open source integration and messaging products in a technology stack like RTIF

- I want to share some stories from the field where the architecture supported agility!
Wire Tapping with Apache Camel

- We will start with a story about an engineer who was assigned by his manager to investigate how the company could replace one of their legacy databases that was written many decades ago (from scratch) with a new high performance off-the-shelf database. The new database would allow the company to meet the new demands from prospective customers and gain new business.
Wire Tapping with Apache Camel

- The engineer spent a few weeks examining the cost and risk of replacing the database and realized it was no easy task.
  - The legacy database has over 60,000 lines of code and replacing it with a new database in a reasonable timeframe is risky and unproven.
  - There are roughly 5500 different modules within the software that persist data to the database.
  - Some of the companies customers have asked for the new database but also want to keep the existing legacy database running in case something goes wrong in operations.
  - The legacy database is implemented in an old programming language and the company wants to use a modern programming language.

- The engineer concluded that it is going to cost the company a few hundred thousand dollars to replace the database, and approximately a year to develop, integrate and test the new database with the existing modules in the legacy system.
Wire Tapping with Apache Camel

- The engineer pitches the idea to his boss that it might be possible for the company to slowly over time phase out the legacy database while developing new features for the new database.

  - If they could somehow run both side-by-side until the new database was mature enough and the engineers could switch the light on old database off with confidence.

  - The engineer realizes that all the modules send data using TCP sockets to the database and that if the data could be cloned and persisted to the new database then they may have a chance!

  - There is just one problem, the old code cannot be modified because it is working in other projects and they don't risk the possibility of breaking it.

  - The engineer gets out his trusted EIP cards and realizes that Apache Camel contains a Wire Tap EIP that he could use that would allow the data to be persisted to both databases without changing any existing code.
new RouteBuilder() {
    @Override
    public void configure() throws Exception {
        // listen on http and wire tap to tcp
        from("http://localhost:8080")
            .wireTap("someDestination")
                .to("tcp://localhost:8181")
            .to("http://localhost:8181");
    }
}
Wire Tapping with Apache Camel

- The engineer demos to his boss Camel's wire tap EIP and they conclude that they will be able to run both databases side-by-side with very little risk!
- The engineer discovers that the new database uses an XML data model while the old legacy database uses proprietary binary messages that were written in the mid 1980s

  - They realize that they will need to find a convenient way to convert the messages from the legacy binary format to the new XML format.
  - As it turns out, Camel provides a way for engineers to seamlessly switch back and forth between various data models using Type Converters!
The Importance of Agility in the Field

- Recently, one of my engineers was on site upgrading a custom software system we built for them for tracking GPS positions.

- The system receives data and stores the report data as files on a network drive. The files are consumed by System B which persists them in a database which subsequently can be displayed on Google Earth.
The Importance of Agility in the Field

- On his arrival the customer requested that a second system be deployed that they could use for testing and experimentation
  - The new test system could not interfere with the existing operational system
  - Data was to be sent to System B and System C.
The Importance of Agility in the Field

- If this had been a legacy stove-pipe system, the customer would be required to submit an ECP which would then have to be approved. This would lead to additional requirements, software development, testing and of course time and money.

- From the customers point of view the request was simple and they felt that duplicating data to both systems should be an easy task that should require little or no effort. Why does such a simple request have to be so costly? Well it doesn't!

- We were able to fulfill their request in under an hour. Oh and by the way, the toolbox did NOT contain a compiler!
The Importance of Agility in the Field

- We cloned System B and using a regular text editor created a camel route that duplicated the GPS Files.

```xml
<beans>
  <camelContext xmlns="http://camel.apache.org/schema/spring">
    <route>
      <from uri="file:///C:/inputFolder" />
      <multicast>
        <to uri="file:///T:/" />
        <to uri="file:///U:/" />
      </multicast>
    </route>
  </camelContext>
</beans>
```

- How can XML possibly copy files from one location to another? The reason is that the XML file is actually a Spring XML file (denoted by the namespace).

- Fortunately, the application was built on Apache ServiceMix...
The Importance of Agility in the Field

- Apache ServiceMix has an auto deploy feature that allows you to drop Spring XML files into a "deploy" folder and it will launch them as services.
The Importance of Agility in the Field

- Although the Spring Camel Route was really simple, it shows how powerful combining Spring and Camel can be.
- This example illustrates how agility plays an important role in developing and designing systems.
- The customer can do things with their software that they never thought possible.
- Our customer was really impressed that we were able to meet the on-demand task of setting up a second system and have their data duplicated to both, while not affecting operations!
Issues

- Very few issues, but...
- When systems get large and complex, deployment of features and containers is problematic
- Fabric (Fuse ESB Enterprise) seems to be one solution!
- Still unsure if the new FAB will cover all of our use cases (already have two JIRA posts...)
- Bugs? Yes there are some – but Fusesource support has been great!
Summary

- Benefits
- Apache software with FuseSource!!
Questions?
Contact Information:
michael.gingell@gdcanada.com
james.archibald@gdcanada.com